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**Цель работы:** изучить синтаксис и семантику определения и вызова исключений, синтаксис обработчика и спецификации исключений; приобрести практические навыки запуска исключений; изучить особенности применения стандартных библиотечных исключений.

**Вариант**

A 16. Осветительные приборы.

**Задания**

Используя модифицированный АТД, обработайте все возможные исключительные ситуации.

**Ход работы**

**Текст программы:**

**ClassLight.h**

// ClassLight.h

// Блок защиты от повторного включения:

#ifndef LIGHT\_H\_INCLUDED

#define LIGHT\_H\_INCLUDED

#include <assert.h>

template <class T> class light

{

public:// набор функций

void add\_cost\_light(float x) {

assert(x > 0); // Если значение цены меньше 0, то программа прекращает работу

cost\_light = x;

}

float get\_cost\_light() {

return cost\_light;

}

light& operator=(const light &m);

friend light operator-(light a, light b);

light operator++();

//

light(); //конструктор по умолчанию

light(char \*nm1, char nm2, T i, float j); //конструктор с параметрами

light(const light &t); //конструктор с const, меняющий содержимое, к которому получает доступ (копирующий конструктор)

~light() { delete[]name1; } //деструктор

//

void input(char \*nm1, char nm2, int i, float j);

void print();

void prisv(light b);

bool sravn(light b);

void destr() { delete[]name1; } // уничтожение объекто

private:

char \*name1; // название осветительного прибора

char name2; // тип лампочки

T k; // размер цоколя

float d; // яркость света

protected:

float cost\_light; // цена осветительного прибора

};

#endif //LIGHT\_H\_INCLUDED

**ClassLight.cpp**

#include "ClassLight.h"

#include <iostream>

#include <string>

template<typename T> void light<T>::input(char \*nm1, char nm2, int i, float j)

{

name1 = new char[strlen(nm1) + 1];

strcpy(name1, nm1);

name2 = nm2;

k = i;

d = j;

}

template<typename T> void light<T>::print()

{

std::cout << "Название: " << name1 << std::endl;

std::cout << "Цоколь: " << name2 << k << std::endl;

std::cout << "Яркость света: " << d << std::endl;

}

template<typename T> void light<T>::prisv(light b)

{

delete[]name1;

name1 = new char[strlen(b.name1) + 1];

strcpy(name1, b.name1);

name2 = b.name2;

k = b.k;

d = b.d;

}

template<typename T> bool light<T>::sravn(light b)

{

return ((strcmp(name1, b.name1) == 0) && (name2 == b.name2) && (k == b.k) && (d == b.d)) ? true : false;

}

//конструкторы

template<typename T> light<T>::light() {

name1 = new char[strlen("Unknown") + 1];

strcpy(name1, "Unknown");

name2 = 'E';

k = 0;

d = 0;

cost\_light = 555;

}

template<typename T> light<T>::light(char \*nm1, char nm2, T i, float j) {

name1 = new char[strlen(nm1) + 1];

strcpy(name1, nm1);

name2 = nm2;

k = i;

d = j;

}

template<typename T> light<T>::light(const light &t) {

name1 = new char[strlen(t.name1) + 1];

strcpy(name1, t.name1);

name2 = t.name2;

k = t.k;

d = t.d;

}

//перегрузка операторов

template<typename T> light<T> light<T>::operator++() {

k++;

d++;

return (\*this);

}

template<typename T> light<T> operator-(light<T> a, light<T> b) {

light<T> h;

h.k = a.k - b.k;

h.d = a.d - b.d;

return(h);

}

template<typename T> light<T>& light<T>::operator=(const light &m) {

k = m.k;

d = m.d;

delete[]name1;

name1 = new char[strlen(m.name1) + 1];

strcpy(name1, m.name1);

return(\*this);

}

template class light<int>;

template class light<float>;

template class light<char>;

**ClassLamps.h**

// ClassLamps.h

// Блок защиты от повторного включения:

#ifndef LAMPS\_H\_INCLUDED

#define LAMPS\_H\_INCLUDED

#include "ClassLight.h"

#include <iostream>

#include <assert.h>

#include <signal.h>

class lamps :public light<int> {

public:

void add\_cost\_lamp(float y) {

if (y < 0) throw (y); // Выражение исключение

cost\_lamp = y;

}

float get\_cost\_lamp() {

return cost\_lamp;

}

lamps() {

name3 = new char[strlen("Lamp name") + 1];

strcpy(name3, "Lamp name");

j = 0;

cost\_lamp = 18;

};

lamps(char \*name1, char name2, int k, float d, char \*nm3, float j) :light(name1, name2, k, d) {

name3 = new char[strlen(nm3) + 1];

strcpy(name3, nm3);

this->j = j;

}

void print\_m();

~lamps() { delete[]name3; } //деструктор

private:

char\* name3;

float j;

int \*p;

int size;

protected:

float cost\_lamp=0; // цена лампы прибора

float cost\_lamp\_2=20;

};

#endif //MY\_SYMBOL\_H

**ClassLamps.cpp**

#include "ClassLamps.h"

#include <iostream>

void lamps::print\_m() {

light::print();

std::cout << name3<< " " << j;

std::cout << std::endl;

}

**ClassTest.h**

#include "ClassLight.h"

#include "ClassLamps.h"

#include <iostream>

class light\_lamps :public light<int>, public lamps {

public:

light\_lamps() {

std::cout << "Инициализация light\_lamps\n"; }

void light\_lamps\_addname(char\* nm4)

{

name4 = new char[strlen(nm4) + 1];

strcpy(name4, nm4);

}

void print\_ss() {

std::cout << "Название light\_lamps: " << name4 << std::endl;

};

int cost\_light\_and\_lamp() { return light<int>::cost\_light+lamps::cost\_lamp; }

private:

char \*name4;

};

**Main.cpp**

#include <iostream>

#include "ClassLight.h"

#include "ClassLamps.h"

#include "ClassTest.h"

using namespace std;

void main()

{

setlocale(LC\_ALL, "Russian");

light<int> s1("Светильник1", 'E', 77, 10.8);

s1.print();

cout << endl;

s1.add\_cost\_light(455.88);

//s1.add\_cost\_light(-455.88);

cout << "Цена осветительного прибора1: " << s1.get\_cost\_light() << endl;

cout << endl;

lamps l1("Светильник1", 'E', 40, 10.8, "Лампа", 22);

lamps l2("Светильник2", 'E', 40, 10.8, "Лампа", 22);

l1.print\_m();

cout << endl;

l2.print\_m();

cout << endl;

cout << "Цена лампы 1: " << l1.get\_cost\_lamp() << endl;

cout << "Цена лампы 2: " << l2.get\_cost\_lamp() << endl;

try // Обработчик исключений для цены. Если цена меньше нуля, то выводится сообщение об ошибке

{

float cost1 = 60.34, cost2=-60.34;

l1.add\_cost\_lamp(cost1);

l2.add\_cost\_lamp(cost2);

}

catch (float cost) { cout << "/// Ошибка при добавлении цены лампы: "<<cost<< " Значение цены сброшено!!! ///" << endl; float cost1 = 0, cost2 = 0; }

cout <<"Цена лампы 1: "<< l1.get\_cost\_lamp()<<endl;

cout << "Цена лампы 2: " << l2.get\_cost\_lamp()<<endl;

system("pause");

}

**Результаты тестирования:**

*Входные данные 1 (добавляем цену осветительного прибора):*

s1.add\_cost\_light(455.88);

*Результат 1 Рис.1:*

![](data:image/png;base64,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)

Рис. 1. Результат 1

*Входные данные 2 (добавляем цену осветительного прибора)::*

s1.add\_cost\_light(-455.88);

*Результат 2 Рис.2:*
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Рис. 2. Результат 2

*Входные данные 3:*

float cost1 = 60.34, cost2=-60.34;

l1.add\_cost\_lamp(cost1);

l2.add\_cost\_lamp(cost2);

*Результат 3 Рис.3:*
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Рис. 3. Результат 3

**Ответы на контрольные вопросы:**

1. Дайте определение исключения.

Обычно исключение – это возникающая в программе нештатная ситуация, с которой программа не может справиться. Например, при делении на ноль выполнение программы аварийно завершается системой. С++ дает возможность восстанавливать программу из ошибочных ситуаций и продолжать ее выполнение.

Код на С++ позволяет напрямую возбуждать исключения в пробном блоке с помощью запускающего выражения throw. Исключения обрабатываются с помощью вызова надлежащего обработчика, выбираемого из списка обработчиков, который следует сразу за пробным блоком.

2. В каком блоке описывается список обработчиков для возбужденного исключения?

Синтаксически выражение throw может принимать две фор-мы:

throw и throw выражение.

Конструкция «throw выражение» возбуждает исключение в пробном блоке. Для выбора инструкции catch, которая обрабатывает исключение, используется самый внутренний пробный блок (try-блок), в котором возбуждено исключение. А throw без аргумента может использоваться внутри catch для перезапуска текущего исключения или для вызова из недр первого обработчика второго обработчика при дальнейшей обработке исключения.

Запущенное с помощью throw выражение - это временный статический объект, существующий до тех пор, пока не будет произведен выход из обработчика исключения. Выражение отлавливается обработчиком, который может использовать этот временный объект. Неотловленное выражение завершает программу.

Целое значение, запущенное throw i, существует, пока не произойдет выход из обработчика catch(int n) с целой сигнатурой. Это выражение доступно для использования внутри обработчика как его аргумент.

Перезапуск исключений осуществляется таким образом:

catch (int n)

{

……….

throw; //перезапуск

}

Если запущенное выражение целого типа, то перезапущенное исключение – это тот же целый объект, который обрабатывается ближайшим обработчиком, подходящим для этого типа.

3. Опишите синтаксис обработчика исключения.

Синтаксически обработчик имеет вид:

catch (формальный\_аргумент)

составная\_конструкция

Обработчик catch выглядит как объявление функции одного аргумента без возвращаемого типа. Например:

catch (const char\* message)

{

cerr << message << endl;

exit (1);

}

catch (…) //будет выполнено действие по умолчанию

{

cerr << “Вот и все!” << endl;

abort();

}

Допустима эллиптическая ( … ) сигнатура, совпадающая с аргументом любого типа. Кроме того, формальный аргумент может быть абстрактным объявлением, то есть может не задавать имя переменной, а только предоставлять информа-цию о типе.

4. Что такое спецификация исключения?

Синтаксически спецификация исключения является частью объявления и определения функции и имеет следующий вид:

заголовок\_функции throw (список\_типов)

Здесь список\_типов – это список типов, которые может иметь выражение throw внутри функции. В объявлении и в определении функции спецификация исключения должна записываться одинаково.

Если список пуст, компилятор полагает, что функцией не будет выполняться никакой throw (ни прямо, ни косвенно).

Если спецификация исключения опущена, то предполагается, что такой функцией может быть возбуждено произвольное исключение. Например:

void foo() throw(int, over\_flow);

void noex(int i) throw();

Нарушение спецификаций исключений приводит к ошибкам на этапе выполнения. Эти ошибки отлавливаются функцией unexpected().

5. Для каких целей используется функция unexpected?

Предоставляемая системой функция terminate() вызывается, если не было задано ни одного обработчика, знающего, как обращаться с исключением. По умолчанию вызывается функция abort(), которая немедленно завершает программу и возвращает управление операционной системе. С помощью set\_terminate() может быть задано какое-нибудь другое действие; тем самым задается обработчик. Объявления упомянутых функций находятся в except и except.h.

Предоставляемая системой функция unexpected() вызывается, когда она возбудила исключение, которое отсутствует в ее списке спецификации исключений. По умолчанию вызывается функция terminate(). Или же можно задать обработчик, воспользовавшись функцией set\_terminate().

**Вывод:** изучил синтаксис и семантику определения и вызова исключений, синтаксис обработчика и спецификации исключений; приобрёл практические навыки запуска исключений; изучил особенности применения стандартных библиотечных исключений.